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⇒ predictable time
It works...

⇒ correct execution
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... but not always
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**Hybrid mechanism**

- region based memory management
- reference counting garbage collector

⇒ respects real-time constraints
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More programs are correctly managed

⇒ constant heap occupation
But some are still not managed

⇒ the heap occupation is still increasing!
But some are still not managed

⇒ complex data structures (e.g. irregular graphs)
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Perspectives
- creating a new analysis to detect potential cycles
Thank you for your attention

Do you have any questions?